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## Iyse=checking Loader Eecords

Fred swartz's arility to coue uf with incredikly difficult tyferepresentation rectlews bas keen invaluable in the develocient of this fafer. Iharks ficd.

During the course of $\pi y$ clapful roafs with pascal, pius, ind portfan, I have noticed an interesting phedorenon. There seem to te a fair nuwter of bugs that are caused by simply not calling a routine correctly. It wants a halfword. and I want to shove a Eullword Jown it's throat. Or I fcrgat to give it that last farameter that causes the frammis to do what it is supposed to.

When $I$ worked as a counsellor, one of the acst compon fand extremely hard to find) tugs that peofle could bring us were those involving mismatched commontlocks. One bas to sit dcur with a laroe piece of code, find all cf the same-named common tlocks, and rake sure that the types of all the identifiers watch. This is not easy in itself, but it is made rore difficult because some feople do not use the same ideutifier names in similar declaraticns.
hhen $I$ vorked in feftran. I had type-mismatch protlems all the tire Recently, $I$ bave been doing almost all of ry work in pascal and ELUS. Many of the croklers that once flagued me were diminisbed ky an order of magnitude Cne cf the reasons is that $\quad$ eth pascal and PLUS reguire that the farameters of routines match in type fas long as they are corfileo together).

Bowever, I still rud into a few problefs, especially when $I$ am using separately corpiled routines. I change the definition for cne routide cr $I$ add a field to a shared structure, and forget to recompile a routire tbat uses it. When a bug affears, it is not always clear what caused the error to cccur.

The stonyercok gascal compiler solves this croblem by having its cun linkeditor (if you want to use it) that wakes sure that all types match. That's CR, kut it creates ancther frotler. tecause ycu have to run everything through the linkeditar all the time. There is no Stonyerook-eguivalent of *cBJUIII, so one loses scife convenience. And anyway, it dcesitt work for plus or fCFTEAN.

The goal of this fafer is to exflore the fossirilities of tyechecking using uricad, the ris loader. In this paper, a siaple typ record format is giver first. Its cafakilities andliaitations are discussed. Later, a wore complex and general-purpose tyfrecord format is described. Examples are given fer the represertation cí tyfe-restrictions lith this format.

In both instances, loader-algorithas are given in a pascal/aIGCIGf
hytrid piseudo-coće. They are not neressarily complete, kut they qive scue flavor of the typc-chectirg cferaticns. The algcrithas are not a requirerent for the understanding of the operation of these records. The reader is enconraged to skir ther and later, is Ansired, stef through them with some or the examples.

In this paper, you will note that an atterft is rade to avoid reyuiring the lcajer to know anything about types that can ke used by sfocific compilers. In fact, neither cf the morels require the loader to know anything ahout typo-restriction. Both aolels can ke thcught of as simple sets cf geoeralized comfariscn rules. The vase second format is just a set of sliyhtlp more sophisticated comparison rules than is the first.

The reason that a rodel vas not considered that requiref the loader to have compiler-specific information, is that it would increase the complexity of the code reguired to pracess the information. And, as you will soon see, it is not necessary aryway.

There is an inherent limitation with both of the models that will be discussed. Neither were developed witt the ikea cf checking tyfes tetween routines that come from jifferent compilers. using scme standard tpperrestriction reoresentatiou would werely limit the amount of tyge-checiing that could ro done ror strongly-typed languages (such as Fascal or fiUS) to the auount cf trpe-checking that can be dcoe for a relatively weakly-typed language (sucb as FCEIEAN).

That is not to say that some standara typerestriction format cannot be used with the records given; however, if this is done it is recominended that compiler-specific type records keproduced, tco. It will ke otvious how that can be accorplished frcil reading the descriftions.

Another thing that $I$ wold like to foint out is that recently talked to Alan Ballari aboot various other ideas akout the loader and he mentioned a long-standinq froklem with the lader. which is that it can only handle a maximum of 8 characters in an external symbol. Fe bave talked about a number of solutions to that froblem, but I did not take them into consideration when writing this fafer. Thus, the first ratch fields in toth TYp fcriats can only accormodate 16 cháracters. If this is ever irflemented, it should take m mare modern format than the one given $y$ handing long matcy $\mathrm{fi} \in 1 \mathrm{~d}$.

## Profosed Fgigat Iugter I

ITP Incut Record


The cferation of the loader with respect to this record is as follous:
if CEI TPPECHECK=CN
then

matching this one.
If one exists
then
| LEN: = $i$ inimum of the lengths of the two records.
) Compare the two records with a length of LFN.
If they are not the same
$t h \in n$
I Spit cut a warning message
fi
If the length of the record we just read is greater than
the ore we found
$t h \in n$
I Jurk the one we found.
| Feflace it with the one we just read.
fi
else
l Add this record to our TYE record list.
$\pm i$
fi

Cn the compiler side of this, the matcill field would rechatly be contain the rame of the routine or common frea (taking 8 tytes), a code nare for the coopiler (takinq 4 bytes) such as "PASU" for the UBC/pascal ccafiler), and a 4 tyte field that can be useł Eor anything ty tbe compiler llike a sequence numter for type descriftions that reguire more than cne record).

The maichz field would contain type descripticns of farameters or elements of a common area in any format the compiler wishes to use. If a fixed nurter of farameters is reguired, the first thing tc be
 farameters. The type-descriftions of each of the farareters would follow.

Fy definition, in fCRTRAN cne is allowed to "axtend" ccmmon areas. So, for example, the following is legal:
sCERCOIINE A...
CCYMCN/EIAB/I,J,K,A
INIEGEG I(10).J(4),K
EEALA
-••
SURFCUTINE E
CCMMCN/BLAH/I,J,R,A, V,F
INTEGEF I (10), J(4), R,F(3)
feal arv(3)

It is fossirle te properly check for legal porman commen with this model. Since the lcader cnly compares the winirur of the lengths of the two records, the compiler can spit out typ reccrds associated with "EIAH" that will match, from sutroutizes A and E.

Since the $u$ umer of parameters for "standard pascal" frocedures is fixed and the language is relatively strongly-typed, this model covers the type checking that needs to be done tetween two separately-comfiled "standard pascal" routines. I telieve that the same thing goes for ALGOIW and AIGCIGO. However, in PIUS, PI/I. FORIRAN. MDSI Pascal, and GOM there are a number of protlems with it.

There are also sfecial problems with AIGCIG8 and aca fhy not lcok ahead). Rovever, rodular corfilation of true AIGOIG8 add ada Erocedures is nearly impossible uith the current loader, because of strict definitions and the afility tc cuerlcad frocedures in tcth languages. Mayte $I$ shouidn't have mentioned ther, because I'm certainly not going to talk about ther.
a. In plUS and GCY. (and FCFTEAN if you don't want to adhere to the standard), a procedure can have a varyirg number of farameters. If no "nuaber cf parareters" field is fut in the matchl field. a frocedure can be called with fewer than the minimun mumber of parameters reguired ky the frocedure; kut, if a "number of Farameters" field is included in the record, the procedure cannot have a varying numter of farameters.
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In plos, cne could require that the frocedure declarations watch exactiy, but that :ould wear that a calling frocedure Would have to contain declarations for oftional farameters for the called frocedure whether they were used cr not.

と. In forthan and go:, cre can effectively slice an array $k y$ calling a routine with an array elefert not at the lover-found. Also, the routine it is calling can slice the array ty simply dimensioning it to be smaller than the fassed array or arrayslice. Not only is this prossible to do, rut 1 lelieve it is also leqal as far as the foatran definition gees. GCM, of course, is thoroughly ad hoc. I think the rule is: Anything you can do in the language is legal.

Therefore, bith this model, the only fractical thing that you can do with this is to simyly check to see if the tase tyfes satch cr frccedure calls.
c. In finfs a frocedure can have a rarameter witt the type "fointer to unknown". Internally to the procedure procer, trat farameter way be represented as a "fointer tc <scuething>". This model can hande that situation a dequately $k y$ having cne Typ record produced fer parameter. Then the procedure that had a parameter "pointer to unknown would produce a short typ recosd.

The safe scrt cf solution applies to ferfan string constants, which can be coerced into any type over a procedure call. like the "fointer to unkncsn" solution, this would require one record fer parameter; tut unilike the frevicus situationg the record corresfonding tc the parameter from the calling routine would simply nct be produced. Thus there would be nothing for the called frocedure's parameter record to match against, and the type-checking operaticn would succeed.
d. Actually, I licd about fortinan COMMCN, before. Frobably the most prevalent CommCN extensions are those like the exarfle given above; hovever, an extension can also te of the following ferm:

SUBROUTINEA...
CGMMON/EIAH/I,J
INTEGEF I (10), J (4)
-
suercitine b ...
COMMON/EIAH/I.J
INTEGEF I(10), J(11)

IYP records of this fodel cannot fractically hande this situaticn. we are thus left with a situation sirilar to that described in "z" atove. Like the only reasonatle solution for "上". We are liqited to checking fcr base type compatibility only. So this model is becoming less and less helpful all the time. Festricting type-checking to base-type coufatibility for ccmmons, will only determine error conditions in a feu of the fossible cases.
gㅗㅇnosed fgrmat Number II

IYP Infut Record


Seguence numters: These start at 1 and are increrented by cne for each subsequent record in the seguence. A sequence number of zero indicates the end cf the sequence. This allows tipp derinitions that are longer than cne record. Typ data iters ray be chysicaliy sflit over more than one IYP record.

155127 万


## IIP EECcEA processirg algorithr：

```
if CET IYPECEECK=CN
    th\in口
        if (Sequencevumker 「=
        then
        if (Seguegcefumber - 1 = LastSequence\umtfr)
            then
            l Erint an error message;
            | LastSequenceNusker := SequenceNumrer:
            | exit this mess (I don't have indent rcca)
            fi
    else
        if SEgufnceNumber = 1
            ther
            | CurrentKindCfkecord := KindCfFecord;
            else
                if KindnfRecord = CurrertKindCrFecord
            | ther
                1 Frint error message;
                Exiを
                fi
            fi
    fi
if IastŞeguenceNumber = 0 li.e. this is the starting record)
    then
    | set uf a gode for this TyF descriftior.
    | put this rode at the keginning.
    Else
    I apeend the contents of this record to the end cf the
    | node we are currently working with.
    fi
if Seguencevurbeg=0
    ther
        scan our list of information (Infolist) for the info
    1 corresponding tc the current sitcH field.
        Call it MatcbInfo.
        case Kinacfgecord cf
            [F:
            case (Rindoffecord of MatchInio) of
                    OF:
                    if MatchInfo IhisEecord
                    then
                            | frint error message
                            l exit.
                    fi
                    FA:
                    print error ressage
                    exit
                    IC:
                    Ferform corfarisons of this record with MatchInfo
                see algorithm telow.
                    F\inmove MatchInfo from Infolist
                    Insert the informaticn on the current DF recora
                    onto Infolist
```

16:
case ("Kind" of MatchInfo) of
FA:
| grint error ressage
l Exit
[F:
| Ferform couparisons of this record with MatchInfo
see alaorittm helow.
IC:
| merge information on this itea with information
on NatchInfo. see algorithm kelow.
Femove MatchInfo fro| InfcIist
| Insert the merged information onto tre Infolist.
esac
FA:
if "Kind" of :hatchInfo is IC CI DF
ther
| print error message
| exit
fi
Ferfor| comfarisons of this record with MatchInfo
see algoritht telow.
if this record is longer thar MatchInfo
then
| E\&move MatchInfo Irom Jnfolist
| Insert the current reccrd cntc the Infolist
fi
esac

```

\section*{Mergirg algoritha}
```

for I
EICII 1
to
\:AX( {IastDataItem of MatchInfo).
| (LastDataItem of CurientFecori) )
do
if (Existencefield of MatchInfo(I))= =
then
| MergeIafo(I) := CurrertRecard(I) (with some twiddiing)
else
if (Existencefield af CurrentFecord(I)) = 0
then
| MergeInfo(I) := MatchInfo(I)
else
{Lastfi\epsilonldReguired of MergeInfo(I)) :=
(IastFieldrequired of MatchInfo(I)) credwith
|LastPieldReguired of EurrentRecord(I));
Determine a lower and ugfer-bcund for MergeInfo...
Lasically, this takes the Comparisonfield of
tbe two items and determines the ramge cf valves
that would be acceptable on a comparison. Note
that it is fossible to have the lower bcund se
greater than the upper-bounत. When this is the
case, the only iteas that can compare successfully
witb this item are those that are last items
(if IastFieldRequired = 0) cr ncm-existent items
(if RequiredIoExist = 0).
if (Upper\&ound < Lower\&ound)
and (LastFieldkequired = 1)
ard (RequiredTcExist = 1)
then
| frint error messaqe (there is nc way anything can
match if this happens)
exit
fi
fi
Ei
od

```
```

ComF=[ison algorithr
for I
frce 1
to
| (LastDataIter of MatchInfo)
do
| if (Currentrecori(I) doesn't compare with MatchInfo(I))
| or (MatchInfo(I) doesn't compare with CurrertRecord(I))
(I ar hoping that ycu can fiqure out how to do this from
the format of the data iters and the descriftion of the
merfing alqorithal
then
| Frint errcr message.
| exit.
l fi
od
fcr I
frc:
| (lastDataltefirf MatchInfo) + 1
to
| (IastnataIte\pi cf CurrentEecorj)
do
| if {(Existercefield of Currerthecord(I)) = 1)
and ((ReguiredToFxistrield of CurrentReccrd(I)=1)
tb\ing
| frint error message
exit
l fi
od

```

I may ke deceiving ryself, but \(I\) believe that the problems inhercut in the EOrmat I model are resolved by the Forgat II model. A gcod way to find cut. is to simfly take some sample constructs in varinus languages and shor some \(T y p\) records that reprosent the tyrarestrictions fcr them. fere we go ...

SUBROETINE ALP\&A (I, J)
INTEGEF I
FEAL J (10)


Now lets loak at scmetbing that will attemft to match this calling sequence:

IVIEGER R
EEAL Z(12)
CAIL ALFHA(R,Z(3))
\(\qquad\)


Atterfting to load these two grograms together will fail, kecause
 affrofiiately. Ncte; that \(\therefore\) if \(2(2)\) were specified in the calling Frogram instead of 2f3\} the loading would succeed (as it should) bécäuse the two comparands would corfare favcrably. If. instead. the geal J.had bot keen dimensiomedign routine alfya, the loading voulu again succeed, because the last Alpha...ETN. 0002 (I0) data iter stecifies that the corresponding \(\Gamma F\) data itell does not have to exist.

Now, lets try ancther hard probler fFCFTFAN is such a fain sowetimes). This time, we will attempt to have ccmmcNs. match that have last-elerents with different lerigths. Here goes...

COVRCN/ELAH/I.J.R
GEAL J,K(E)
INTEGEE I (3)


COEMON/ELAH/A,E,C
INTEGEE A (3)
bEAL E,C(10)


Alas. the protlem that ve once had with cormons lsee "drin the secticn cn EcIIat I type checking) is*row resolved. The loading of the twc routines containiag these constructs will succeed, as it should.

Actually, I have yet to find a place in the "real world" that requires the use of the "this data item exists"; however, I can think cf some future possibilities. Picture a language where (undine plus and Pascal) structured types are compatible if all subfield are coifatible in type jot necessarily that. the structure has the same layout) and "pointer to unknown" types are always compatible with any cher pointers. If you want an exercise to try pour hand atp this. is an interesting cone. In not including it
 to. If you wast to know. how it would te dene, Ill be happy to talk about the solution.

Even though the "data item exists" field is not required anywhere, it can be used to avoid spitting out additional TYP records and sone of the tire, this saves disk space).

\section*{General discussicn}

I believe that the second model discussed in this paper pas the ability to fericri sophisticated type-ctecking for all situations resolvable at: load-time. If you find any holes in it, \(\quad\) would appreciate it if you world let re know.

It is obvious how this construct is implemented in the loader, but it would also be nice to have *rojutif re able tc handle they in a sophisticated \(\pi a n n \in r_{\text {. }}\) C ne idea that immediately drops out of this discussion is having *Cejur Il optionally read typ records and place
 operation it could check. to see that the \(T P P\) records match appropriately. This: avoids the additional cost of having the loader process tip records every tire an object file is loaded.

In addition, it could place all "Dry typ records in the positive line range of the object file, so they would be cperaticnal if this object file were later concatenated with another. "Ic" type records that were not yet resolved by "DF" records, and "Fa" typ records can re compacted.inte the minimum representation required lurch is a
 one typ sequence for a set of matching nan records) and placed in the positive line range, to.

The question that I would be interested in resolving is: Are other people interested in having the loader process records of this nature? If they are, lets do it! . It has immediate applications to reducing headaches associated with even that us-escteric language, FORTAAN. since FORTAAN has extremely heavy use at all MTS installations and since a buber bf straglp-typed languages are beginning to wake their nay into "real-borld" usage, it wald seem that this concept could fill-a very empty gap.```

